**每日作业卷**

就业班JavaSE--day05【异常、Object类】
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## 训练案例1

### 训练考核知识点

Object类

### 训练描述

请谈谈你对Object类的理解

### 操作步骤描述

1. 请说出Object类在继承层次结构中的位置
2. 请说出 Object 类的特点

## 训练案例2

### 训练考核知识点

equals方法

### 训练描述

请阐述你对equals方法的理解

### 操作步骤描述

1. 请说出equals方法在Object类中的默认实现什么?.
2. 请说出我们自定义类什么时候需要对equals方法进行重写.
3. 请说出重写equals方法注意事项

## 训练案例3

### 训练考核知识点

toString方法

### 训练描述

请阐述你对toString()的理解

### 操作步骤描述

1. 请说出toString()方法在Object类默认返回的是什么?
2. 请说出什么时候需要重写toString()方法?
3. 在什么时候,会自动调用这个对象的toString()方法

## 训练案例4

### 训练考核知识点

异常

### 训练描述

请阐述异常的分类

### 操作步骤描述

1. 请说出异常的继承体系
2. 请说出你对错误(Error)的理解
3. 请说出你对异常(Expection的理解)
4. 请说出你对运行时异常(RuntimeException)的理解

## 训练案例5

### 训练考核知识点

错误(Error)

异常(Exception)

### 训练描述

请阐述 错误(Error)与异常(Exception) 的区别

### 操作步骤描述

1. 请说出什么是错误(Error),错误可以捕获和抛出吗?
2. 请说出什么是异常(Exception),异常可以捕获和抛出吗?

## 训练案例6

### 训练考核知识点

异常

### 训练描述

请说出虚拟机处理异常的方式

### 操作步骤描述

略

## 训练案例7

### 训练考核知识点

运行时异常

### 训练描述

请说出四种运行时异常

### 操作步骤描述

略.

## 训练案例8

### 训练考核知识点

异常的处理

### 训练描述

请说出throw与throws的区别

### 操作步骤描述

1. 请说出throw的使用位置,作用是什么?
2. 请说出 throws的使用位置,作用是什么?

## 训练案例9

### 训练考核知识点

异常的处理

### 训练描述

请简述异常的处理方式

### 操作步骤描述

1. 异常处理方式有几种,分别是什么?

2. 详细阐述每种方式对异常是如何处理的

## 训练案例10

### 训练考核知识点

抛出异常

异常处理

### 训练描述

请用代码实现如下需求:

1. 写一个方法实现获取字符串某个索引上的字符的功能
2. 写一个测试测试方法调用上面写的方法,使用thows方式进行处理异常,并在main方法中调用这个测试方法
3. 再写一个测试测试方法调用上面写的方法,使用try...catch方式进行处理异常,并在main方法中调用这个测试方法

### 操作步骤描述

1. 创建包com.itheima.level1\_10
2. 定义 Test10类
3. 提供一个静态方法:public static char charAt(String str, int index) 用于获取字符串str,index索引处的字符
4. 在方法中charAt(String,int index)
   1. 当字符串为null抛出 Exception("字符串不能为null")异常,
   2. 当字符串为"" 的时候抛出 Excetion("字符串不能为空") 异常;
   3. 当index不在 [0,str.length()-1] 之间的时,抛出Exception("索引越界") 异常.
   4. 否则返回str在index索引的字符
5. 提供一个静态的方法testThrows() 用于测试charAt(String,int index)方法
   1. 在方法中调用charAt(String,int index)方法;
      1. 注意需要测试每一种情况
      2. 体会: 程序一旦遇到异常后面的代码就不执行了
      3. 注释运行过测试的代码,继续测试下一种情况
   2. 使用throws方式对异常进行处理
   3. 在main方法中,调用本方法
6. 提供 一个静态方法testTryCatch(),用于测试charAt(String,int index)方法
   1. 在方法中调用charAt(String,int index)方法;
      1. 注意需要测试每一种情况
   2. 使用try...catch方式对异常进行处理
   3. 在main方法中,调用本方法.

## 训练案例11

### 训练考核知识点

向文件中写入数据

try...catch的方式处理异常

### 训练描述

使用代码实现

写一个实现把字符串中数据,写入项目根目录下的content.txt文件中

### 操作步骤描述

1. 创建包com.itheima.level1\_11
2. 定义类(Test11)
3. 写一个静态方法 void write(String content),在方法中
   1. 定义字符缓冲输出流变量BufferedWriter bw;初始值为null
   2. 写一个try{ }catch(IOException e){ }finally{ }代码块
   3. 在try{ }在代码块中
      1. 创建BufferedWriter对象,绑定content.txt文件,赋值给bw
      2. 调用bw的write()方法,传入content
   4. 在catch代码块中,打印异常信息
   5. 在finally代码块关闭流
      1. 写try{}catch(IOException ex){} 代码块
      2. 在try 代码块中,如果bw!=null,调用bw.close()方法
      3. 在catch代码块,打印异常信息
4. 在main方法中调用write(String conent)方法

## 训练案例12

### 训练考核知识点

自定义异常

### 训练描述

请使用代码实现

每一个学生(Student)都有学号,姓名和分数,分数永远不能为为负数

如果师徒给学生赋值一个负数,抛出一个自定异常

### 操作步骤描述

1. 创建包com.itheima.level1\_12
2. 定义异常类NoScoreException,继承RuntimeException
   1. 提供空参和有参构造方法
3. 定义学生类(Student)
   1. 属性:name,score
   2. 提供空参构造
   3. 提供有参构造;
      1. 使用setXxx方法给名称和score赋值
   4. 提供setter和getter方法
      1. 在setScore(int score)方法中
         1. 首先判断,如果score为负数,就抛出NoScoreException,异常信息为:分数不能为负数:xxx.
         2. 然后在给成员score赋值.
4. 定义测试类Test12
   1. 提供main方法,在main方法中
      1. 使用满参构造方法创建Student对象,分数传入一个负数,运行程序
      2. 由于一旦遇到异常,后面的代码的将不在执行,所以需要注释掉上面的代码
      3. 使用空参构造创建Student对象
      4. 调用setScore(int score)方法,传入一个正数,运行程序
      5. 调用setScore(int score)方法,传入一个负数,运行程序
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## 训练案例1

### 训练考核知识点

复制文件

异常处理

### 训练描述

请使用代码实现

写一个方法用于复制文本文件;

要求:使用try...catch...finally对异常进行处理

### 操作步骤描述

1. 创建包com.itheima.level2\_01
2. 定义测试类Test13
   1. 写一个复制文件的静态方法:copyFile(String src,String dest)
      1. 这里的src为源文件路径,dest为目标文件路径
      2. 定义BufferedReader br变量,初始值为null
      3. 定义BufferedWriter bw 变量,初始值为null
      4. 写try...catch...finally代码块
      5. 在try代码块中
         1. 创建BufferedReader的对象,绑定源文件,并把对象赋值给br
         2. 创建BufferedWriter的对象,绑定目标文件,并把对象赋值给bw
         3. 定义一个字符数组 chs,长度为1024,用于临时存储读取到的数据
         4. 定义整型变量len,用于记录读取到的有效字节个数
         5. 使用while循环,读一个字符数组,写一个字符数组,并刷新流
      6. 在catch代码块中,打印异常信息
      7. 在finally代码块
         1. 写一个try...catch代码块
         2. 在try代码块中: 如果bw不为null就关闭bw
         3. 在catch代码块中打印异常信息
         4. 在写一个try...catch代码块
         5. 在try代码块中,如果br不为null就关闭br
         6. 在catch代码中打印异常信息
   2. 提供main方法,在main方法中
      1. 在main方法,调用刚刚写copyFile方法,传入源文件路径和目标文件路径

## 训练案例2

### 训练考核知识点

自定义异常

使用代码验证知识点

继承

方法重写

使用throws的使用

### 训练描述

通过代码验证

1. 方法重写,子类只能抛比父类小的异常(父类所抛异常或父类所抛异常的子类)

a. 重写方法不能抛出与父类平级的其他异常

b. 重写方法不能抛出比父类高级的异常

c. 重写方法: 可以抛出和父类同样的异常

d. 重写方法: 可以抛出父类抛出异常的子类异常.

e. 重写方法: 可以抛出多个 "父类抛出异常的子类异常".

2. 方法重写, 父类没有抛异常,子类重写父类方法也不能抛异常?

a. 父类不抛出异常,子类也不能抛出异常

b. 如果子类内部抛出了异常(或调用抛出异常的方法)只能自己处理,不允许向外抛.

注: 这里所说的异常都是编译异常

### 操作步骤描述

分析:

1. 要完成上面的验证必须要一个异常体系,可以使用现有的,也可以自定义异常体系;我们这里自定义异常体系,注意异常体系中的所有异常都是编译异常;
2. 定义用于测试的父类和子类,然后逐条验证上面的说法是否正确
3. 把报编译异常的代码可以使用注释,注释起来,上面写明验证的知识点.

步骤:

1. 创建包com.itheima.level2\_02
2. 构建异常体系

![](data:image/png;base64,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)

* 1. 定义PainExecption(疼异常)类继承Exception
     1. 提供空参和有参构造,注意有参构造必须调用父类的有参构造
  2. 定义ToothPainException(牙疼异常)类和TonguePainException(舌头疼异常)类继承PainException
     1. 提供空参和有参构造,注意有参构造必须调用父类的有参构造
  3. 定义BigToothPainException(大牙疼),FrontToothPainExcption(门牙疼)继承ToothPainException(牙痛)
     1. 提供空参和有参构造,注意有参构造必须调用父类的有参构造

1. 定义用于测试的父类Father
   1. 提供一个吃(eat)的成员方法,抛出牙疼异常
      1. 输出吃到一个石子
      2. 抛出一个牙疼的异常
   2. 提供一个喝(drink)的成员方法不抛出异常
      1. 输出: 喝什么都没有问题
2. 定义用于测试的子类Son,继承Father
   1. 验证: 重写方法不能抛出与父类平级的其他异常
      1. 重写父类的eat方法,抛出与牙疼平级舌头疼异常,编译报错,说明这句话是对的
      2. 注释掉这个重写的方法,验证下一个
   2. 验证: 重写方法不能抛出比父类高级的异常
      1. 重写父类的eat方法,抛出比牙疼高级疼异常,编译报错,说明这句话是对的
   3. 验证:重写方法: 可以抛出和父类同样的异常
      1. 重写父类的eat方法,也抛出牙疼异常,编译通过,说明这句话是对的
   4. 验证:重写方法: 可以抛出父类抛出异常的子类异常.
      1. 重写父类的eat方法,抛出牙疼异常的子类异常大牙疼异常,编译通过,说明这句话是对的
   5. 验证: 重写方法: 可以抛出多个 "父类抛出异常的子类异常".
      1. 重写父类的eat方法,抛出牙疼异常的两个子类异常,大牙疼和门牙疼,编译通过,说明这句是对的
   6. 验证:父类不抛出异常,子类也不能抛出异常(编译时异常)
      1. 重写父类的drink方法,抛出(牙疼,舌头疼,门牙疼)任意一个编译异常,编译都报错,说明这句话是对的
   7. 验证: 如果子类内部抛出了异常(或调用抛出异常的方法)只能自己处理,不允许向外抛.
      1. 重写父类的drink方法
      2. 输出喝到了100度的水
      3. 抛出舌头疼异常
      4. 这个时候编译报错
      5. 把上面两句代码放到try代码块中
      6. 在catch代码块中打印异常信息
      7. 编译通过.

## 训练案例3

### 训练考核知识点

自定义异常类

### 训练描述

请用代码描述:

在一款角色扮演游戏中,每一个人都会有名字和生命值;角色的生命值不能为负数

要求:当一个人物的生命值为负数的时候需要抛出自定的异常

### 操作步骤描述

1. 创建包com.itheima.level2\_03
2. 自定义异常类NoLifeValueExption继承RuntimeException
   1. 提供空参和有参构造
   2. 在有参构造中,需要调用父类的有参构造,把异常信息传入
3. 定义Person类
   1. 属性:名称(name)和生命值(lifeValue)
   2. 提供空参构造
   3. 提供有参构造;
      1. 使用setXxx方法给name和lifeValue赋值
   4. 提供setter和getter方法
      1. 在setLifeValue(int lifeValue)方法中
         1. 首先判断,如果 lifeValue为负数,就抛出NoLifeValueException,异常信息为:生命值不能为负数:xxx.
         2. 然后在给成员lifeValue赋值.

3. 定义测试类Test15

* 1. 提供main方法,在main方法中
     1. 使用满参构造方法创建Person对象,分数传入一个负数,运行程序
     2. 由于一旦遇到异常,后面的代码的将不在执行,所以需要注释掉上面的代码
     3. 使用空参构造创建Person对象
     4. 调用setLifeValue(int lifeValue)方法,传入一个正数,运行程序
     5. 调用setLifeValue(int lifeValue)方法,传入一个负数,运行程序

## 训练案例4

### 训练考核知识点

自定义异常

### 训练描述

请使用代码描述

写一个方法实现用户登陆,插,传入用户名和密码

如果用户名错误,就抛出自定义登陆异常(LoginException),异常信息为用户名不存在

如果密码错了就也抛出登陆异常,异常信息为密码错误

如果用户名和密码都对了,输出: 欢迎xxx

说明:正确用户名和密码都是admin

### 操作步骤描述

1. 创建包com.itheima.level2\_04
2. 定义异常类LoginException继承Exception
   1. 提供空参和有参构造
3. 创建测试类Test
   1. 提供一个用于登陆的方法login(String name,String pwd),在放方法中
      1. 如果用户名错误,就抛出自定义登陆异常(LoginException),异常信息为用户名不存在
      2. 如果密码错了就也抛出登陆异常,异常信息为密码错误.
      3. 如果能来到下面,就说明用户和密码都是对的,输出: 欢迎xxx
   2. 提供main方法,在main方法
      1. 使用try...catch代码块处理异常
      2. 调用login方法,传入错误用户名,运行程序,报运行时异常,然后注释这行代码
      3. 调用login方法,传入正确用户名,错误的命名,运行程序,报运行时异常,然后注释这行代码
      4. 调用login方法,传入正确的用户名和密码

# 关卡3

## 训练案例1

### 训练考核知识点

集合

IO流

异常处理

### 训练描述

已知集合ArrayList中有, ”张三丰”,”景甜”,”林思意”,”鹿晗”;

把集合中人名写入当前项目的根目录下的names.txt中,每一个人名占一行;

要求: 使用try...catch...finally对异常进行处理

## 训练案例2

### 训练考核知识点

集合

IO流

异常处理

### 训练描述

请使用代码描述

把names.txt中的人名,读取到程序中,存储到ArrayList集合中;每一个人名为ArrayList集合中一个元素;

要求:使用try...catch...finally对异常进行处理

## 训练案例3

### 训练考核知识点

自定义异常

### 训练描述

请使用代码描述:

每一张借记卡(DebitCard)都有账号(accountNumber):和余额(money); 余额永远不能为负数

要求:当借记卡的余额为负数的时候需要抛出自定的异常